
Free and Open Source Software
Overview and Preliminary Guidelines for the Government of Canada

Robert Charpentier

Richard Carbone

The authors will gratefully accept feedback and comments at:
FOSS@drdc-rddc.gc.ca

Unlimited Distribution
DRDC ECR 2004-232

Defence R & D Canada – Valcartier
December 2004

mailto:FOSS@drdc-rddc.gc.ca


Executive Summary

Free and Open Source Software Evolution During the past two decades, the software market has been dominated by Commercial Off-the-
Shelf (COTS) products such as MS Windows and Oracle database management systems that offer a myriad of functionalities at a reasonable price.
However, the intrinsic limitations of COTS software (e.g. closed source code, lock-in effect, expensive upgrades, security weaknesses etc.) have
emerged over time. This led to the development of a parallel ‘economy’ based on Free and Open Source Software (FOSS). FOSS refers to programs
whose source code is made available for use and modification without the expensive license fees imposed by COTS software editors. FOSS is
developed either by volunteers or through development sponsored by large computer firms who want to include ‘commodity’ software to give a
competitive advantage to their hardware products. Over the past ten years, the FOSS phenomenon has been constantly growing in importance:
thousands of FOSS projects carried out via Internet collaboration; hundreds of high-quality applications available for use or modification at no (or
small) cost and tens of FOSS products now widely considered to be as mature and secure as their COTS equivalents.

The good reputation of free and open source software has attracted the attention of many governments around the world and they are now considering
the systematic migration of their servers and their workstations to FOSS. The leading countries, currently migrating to FOSS, are the United Kingdom,
Germany and France but it is estimated that more than 20 other countries are preparing policies and action plans to adopt FOSS systematically in
their government and industrial systems. The strategic rationale for migrating to FOSS is typically related to three main factors: 1) the expectation of
direct cost savings, 2) the reduction of economic loss at the national level caused by commercial software imports and 3) the hope to better develop
national IT expertise by means of access to source code (and development of original components) which is not really possible with COTS packages.

Canada appears to be behind the curve in FOSS adoption. The lack of clear business cases and the underestimation of the strategic value of FOSS
partly explain this situation. However the Government of Canada (GoC) has recently endorsed a pro-active position on FOSS to ensure that GoC
staff are aware of the options available and that no barriers to procurement remain. Some comprehensive open source initiatives can be found in the
education and health sectors and an increased awareness is now being expressed by the GoC, who see FOSS as a viable alternative to COTS software
and expensive custom code development.

Proposed Way-Ahead for GoC FOSS is not a panacea, but it does offer a concrete and credible technological opportunity. GoC could benefit from
an improved diversity in software supplies (custom code vs. FOSS vs. COTS), augmented security by source code auditing (and enhancement) and
higher compliance with open standards and specifications that contribute to system interoperability.

Specific actions are proposed to increase awareness/use in GoC such as: to promote FOSS by means of publications, workshops and conferences;
to consider FOSS-based solutions in contractual work when they are technically competitive with other development strategies; to support GoC
departments in assessing this emerging technology. This report also includes various navigation aids to help identify suitable FOSS products, a
comparison spreadsheet that facilitates side-by-side comparisons of FOSS and COTS software and some practical guidelines to help project leaders
to determine the suitability of FOSS in their specific project contexts.
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1 Introduction

After a slow beginning in the late 1990s, Free and Open Source Software (FOSS) has been constantly growing in importance and expanding in many
software architectures all over the world. This impressive growth has been supported by the numerous successes, the high-quality reputation of
FOSS-based systems and, of course, by the expectation of cost savings.

In Fall-2003, Defence Research & Development Canada (DRDC) initiated a special study to determine the role of FOSS in the evolution of our
information system architectures and was later expanded to the whole Government of Canada (GoC). This report summarizes our findings in four
main chapters. In the first part of this report, we offer a general introduction to this technology followed by a preliminary way-ahead for GoC (Parts
I and II). We also tried to identify/categorize FOSS by technical application areas (Part III). Finally, some preliminary guidelines are offered to GoC
project leaders in assessing usefulness of FOSS in their specific project contexts (Part IV of this report).

2 How to read and navigate this report

It is recommended that the readers start their navigation by reading the overview report. If further information is required, hyperlinks may be followed
to the specific references in the bibliographies. In most cases, the complete reference can be found on the internet by pasting the title (and main author
name) into a search engine like Google.

Links are color-coded. A blue link points within the report. A magenta link points to a web page, indicating that access to the Internet is required.
A cyan links points to a file on the CD-ROM. To get back from a followed link, use the ’Go to previous view’ arrow or the ALT-Left arrow. The
left/right arrows can be used to go to the previous/next page. It is also possible to zoom in and out using the following keyboard shortcuts:

• Fit in window: CTRL-0

• Actual size: CTRL-1

• Fit width: CTRL-2

• Fit visible: CTRL-3

• View in full-screen mode: CTRL-L

Using the navigational bookmarks provided by Portable Document Format (PDF), it is easy for the reader to obtain a quick overview of the report.
Use the F-5 function key on the keyboard to display/hide the bookmarks (F-6 on Acrobat 6).
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3 Report Validation Process

Members of the FOSS advisory group
Cycle 1 – Valcartier
• Robert Charpentier (DRDC, lead scientist)
• Richard Carbone (DRDC, technical editor)
• Paul-André Côté (DRDC, secretary)
• Martin Salois (DRDC, report editor)
• David Demers (DRDC)
• 2Lt Stéphane Fortin (DRDC)
• Dr Denis Poussart (Université Laval)
• Max Blanchet (CGI)
• Bertrand Couture (DMR Consulting)
With helpful comments from:
• Micheline Bélanger (DRDC)
• Yves van Chestein (DRDC)
• Julie Couët (DRDC)
• Louis Bastarache (IEEE section - Québec)

Cycle 1 – Valcartier Technical Evaluation

To support the writing process, a group of Information Technology (IT) experts
was formed at DRDC Valcartier to review and validate the contents of this
report (January/February 2004). See list of names.

Cycle 2 – DRDC Corporate review

After this first review, an advanced draft was circulated in DRDC Headquarters
(HQ) to allow a critical review of the report in a Corporate perspective. The
authors wish to thank specifically those who offered comments in this second
validation cycle and Mr. Brian Cheers for his patience in reviewing the English
of this report an Mrs Caroline Lemelin for the French translation.

Cycle 2 – DRDC Corporate HQ Review
• Gavin Hemphill (DRDC Atlantic)
• Bruce Skinner (DRDC Atlantic)
• Dave Hazen (DRDC Atlantic)
• Bill Page (DRDC Corporate)
• Lawrence Kemdirim (DRDC Corporate)
• Ingar Moen (DRDC Corporate)
• Eric Fresque (DRDC Corporate)
• Delmar Permann (DRDC Corporate)
• Philip Staal (DRDC Corporate)
• Dr Robert Walker (DRDC Corporate)
• Mark Daniels (DND DIMR 4-6)
• Ken Heaton (DND J2 DSI)
• Karine Pellerin (DND DDCEI 3-5-3)

Cycle 3 – DND/CF and Other Government Department (OGD) review

During the months of June, July and August 2004, an advanced draft of this
report was circulated in DND/CF and in OGD. Comments and suggestions
were included in this updated version prepared in September 2004.

You can contribute too!

Given the fast pace of information technology evolution and the diversity of
topics covered in this report, any contributions to the technical content for
future editions would be greatly appreciated. To bring to our attention relevant
references or general comments about the contents of this report, readers are
invited to submit citable references to: FOSS@drdc-rddc.gc.ca
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Part I

Free and Open Source Software (FOSS)
Executive Introduction
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4 Main Definitions

Free Software (FS) refers more to the concept
of freedom (liberty) than to the concept of no-
cost (gratis)

According to the Richard Stallman’s Free Software Foundation (FSF) [1], ‘free’ should not be under-
stood as “free-of-charge” but rather as the user’s freedom:

• To run the program for any purpose.
• To study how the program works and to adapt it to a specific need.
• To redistribute copies of the original or of the modified program.

A glossary is available at the end of this report for a more formal definition of FOSS related terms and a
graphical taxonomy is available in Figure 1.

Open Source Software encompasses more than
just the access to source code

The Open Source Initiative (OSI) requires that Open Source Software (OSS) complies with the following
criteria [2]:

• Free distribution of components or aggregate programs.
• Source code must be included.
• Derived works must be possible and distributable at least as a patch files.
• Discrimination against persons or groups is not allowed.
• Discrimination against field of endeavor is not allowed.
• No additional license should be imposed in OSS redistribution.
• The same rights should be granted as for the original software distribution.
• The license must not restrict other software.
• No provision of the license may be predicated on any individual technology or style of interface.

Some contributors to FOSS find these requirements (FSF & OSI) difficult to satisfy in the competitive
context of software production, but most of them try to adopt the OSI philosophy which is considered to
be more pragmatic than the “FSF Idealism”

Closed Source Software (or Proprietary code)
designates software for which the source code
is not available

Commercial firms tend to restrict access to their source code in order to protect their intellectual property.
They compile their proprietary source code and then distribute executable code (i.e. binary form of the
program) that can essentially be understood only by the computer Central Processing Unit (CPU). Most
COTS software is sold with this strategy (e.g. MS Windows, MS Word, Symantec or McAfee virus
scanner etc.)

4
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5 FOSS Legal Background

Licenses attached to FOSS provide basic rights
to the licensee and the user but they vary a lot
depending on the originator’s preferences

Even if a lot of freedom is given to the users of FOSS, the programmers can impose some constraints
on the exploitation of the components that are being released. For example, a license can state that the
released component can only be integrated into a pure FOSS system (i.e. purist approach) or, alterna-
tively, may be linked with some proprietary library (more practical approach). System architects must
pay attention to the terms of the license when selecting a product in order to avoid legal pitfalls. License
comparison can be found in many references [3, 4, 5].

The most common license is the GNU General
Public License (GPL) which is used with 65%
of the FOSS

The GNU’s Not Unix (GNU) General Public License (GPL) has been adopted by most programmers in
the past 15 years and has been the reference model for many other license agreements. This licensing
model demands that all complementary code development be integrated with open source software only
and published under GPL compatible license. It is expected however that less restrictive license models
(such as Mozilla and BSD) will be more popular in the future [4], since hybrid proprietary/FOSS systems
are more appropriate to most modern hybrid IT infrastructures.

The Free Software Foundation proposed the
term ‘Copyleft’ to describe the privilege of us-
ing FOSS freely

As opposed to the concept of a copyright, a ‘copyleft’ describes the case where the owner forfeits
intellectual property and private licensing. Not all FOSS are copylefted but most of the code under
the GPL and Lesser General Public License (LGPL) licenses is. Compatibility of the various license
models and with the “Copyleft Ideal” is discussed in [3].

Some complementary tactics were developed to
prevent appropriation of FOSS by commercial
firms

FOSS is intrinsically exposed to the risk of appropriation by commercial vendors. So, in addition to
licensing, developers may legally incorporate and/or transfer their property rights to a non-profit corpo-
ration and/or trademark the brand and logos of their software product etc. [6].

Patenting algorithms is intrinsically incompat-
ible with FOSS development

According to Richard Stallman, the worst threat faced by FOSS comes from software patents, which can
put algorithms and features off-limits to free software for up to twenty years. The FSF has a petition in
circulation against software patents [7]. In [8], the author indicates that Microsoft increased its patent
rate by more than 30% in 2002, which may confirm that the threat is real. Steps to prevent patents from
interfering with software freedom are proposed in [9]

6



6 Key Findings on FOSS Evolution

Over the years, many very useful software prod-
ucts have been distributed in an open-source
paradigm

Some famous ones are:

LATEX Text editor (and typesetting) used for scientific publications.
Linux Popular Unix-like operating system.
Apache Very reliable and secure web server.
MySQL Fast, precise and full-functioned database.

When this report was published (May 2004), it was estimated that 115 FOSS applications [5] have
achieved maturity comparable or superior to their equivalent COTS products.

FOSS also evolved in a very efficient “develop-
ment process”

The strength of FOSS development is the ability to recruit and motivate communities of competent
programmers to develop, debug, and optimize code on a volunteer basis. Coordination is assumed by a
delegate leader who is responsible for the assessment of the various solutions offered by the programmers
and for the integration of the best code into the next FOSS updates that are rapidly put on-line [10].

By its simplicity and efficiency, the FOSS de-
velopment model has repeatedly demonstrated
many benefits

• Huge diversity of software [11].
• High flexibility and scalability of software solutions through source code editing.
• High reliability and high security through source code review and validation [12].
• One-order of magnitude faster release rate than equivalent COTS software.
• Rapid development of custom solutions to meet specific requirements through code reuse and ex-

tension.
• Lifetime extension of FOSS-based systems through source code upgrades [13].
• High degree of compliance with open standards leading to more interoperability between informa-

tion systems.
• Leaner and meaner systems compared to COTS equivalents that often suffer from “marketing fea-

ture bloating”.

For more documentation on FOSS advantages, the following references are recommended [14, 8, 12].
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7 FOSS Risks and Drawbacks

Some criticisms can be found in scientific liter-
ature

When this report was being prepared (i.e. winter 2004), the following criticisms were found in the
technical literature:
• Version control may be more complex with FOSS than COTS (evolving).
• System maintainability requires more local resources (debatable in the long-term).
• Higher technical skill needed from system administrators.
• May offer less integration within an application suite and less user-friendliness (evolving).

Microsoft is sponsoring many studies against
FOSS

Some other criticisms can be found in various reports but in many instances the perspective is clearly
biased. For example, the National Economic Research Associates (NERA) report claims that there is
nothing wrong with closed source software since it allowed “a very fast growth of the software industry
over the last few decades, providing ever more powerful, easy-to-use software to ever more users” [15].
Even if NERA’s impartiality can be questioned (since their study was sponsored by Microsoft), the
report offers quite complete counter-arguments against FOSS adoption in government. This report is not
unique! A recent article from Todd Bishop indicates that many studies on Linux performed by IDC, Giga
and Meta Group were in fact sponsored by Microsoft. Critics question how independent the analyses
were [16]. Some of these studies are listed below:

• Veritest study on Windows 2003 vs. Red Hat Linux [17].
• Meta Group study on Linux Benchmark [18].
• Veritest study on Windows 2003 vs. Linux server performance [19].
• Veritest study on Windows 2003 vs. Linux Web Server [20].
• IDC study on Windows 2000 vs. Linux in Enterprise computing [21].
• 7-Eleven business case for MS Windows 2003 instead of Linux [22].
• Total Economic Impact MS vs. Linux [23].
• Counterpoint from Linux Insider about Windows vs. Linux [24].

Interestingly, the January/February 2004 edition of IEEE Software includes a series of very positive
articles on FOSS, which are preceded by a guest editor’s introduction signed by Szyperski (Microsoft
Research) and by Spinellis (Athens University of Economics and Business) [11].
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8 FOSS Adoption Around the World

The European community is actively adopting
FOSS; mostly in the public service

The United Kingdom (UK), France, and Germany are the leading countries in the migration of the
public sector IT infrastructure to open standards and FOSS. The UK government has adopted a policy
to consider open-source solutions alongside proprietary ones in IT procurement [25]. At the end of
2003, a migration guide was issued by NetProject [26], which gave very detailed guidelines for the
migration to FOSS for desktops and servers in general, and principal applications (office suite, mail,
databases, Operating Systems etc.) in particular. KBSt (Germany) also has prepared an extremely
detailed technical guide, which facilitates an aggressive migration strategy to FOSS for servers and
workstations [27]. European countries share this knowledge through the Free/Libre and Open Source
Software (FLOSS) project that is financed by the European Commission under the Information Society
Technologies program. Their reports cover, among other subjects: policy for the European Union,
FOSS business models, survey of developers and source code [28, 29, 30, 31, 32, 33, 34, 35, 36]. The
Swedish Agency for Public Management (Statskontoret) has an excellent series of rigorous publications
on FOSS-adoption in Sweden including [37, 38]. At a conference held in Washington in June 2003, it
was estimated that twenty-four countries are currently reviewing policies, including Denmark [39], the
Netherlands, Italy, Norway and Sweden [40, 41]. The Open Source Observatory (OSO) maintains a very
informative Web site on FOSS evolution in Europe [42].

Latin American, African, Oceanian and Asian
countries are also moving toward FOSS to
varying degrees

The reasons for migrating to FOSS are typically related to three main factors:

• The expectation of direct cost savings.
• The reduction of national economic loss caused by commercial software imports.
• The hope to better develop national IT expertise via access to source code (and development of

original components) that is not really possible with COTS packages.

A recent overview of FOSS policy in different countries is available at http://www.csis.org/tech/
OpenSource/0408_ospolicies.pdf. Steven Weber (University of California-Berkeley) offers an in-
teresting analysis of the reasons for developing countries to migrate to FOSS [43]. Some strategic de-
cision announcements were released during our study by different countries, such as Israel [44], Japan,
South Africa [45] and Australia [46, 47]. The AFUL Web site [48] also offers a periodically updated list
of countries adopting FOSS policies or legislation [49] and [50] is an interesting complementary web
site. Gartner analysts expect that developing countries will increasingly adopt FOSS through 2004. The
business case for emerging nations is also reviewed in [51].
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9 FOSS in the USA

FOSS originated largely in the United States
of America (USA) and remains a very strong
movement

A plethora of reports discusses the growth of FOSS in various fields of the USA economy. A large por-
tion of this information is incomplete and/or biased – written to support a specific perspective. Almost
unanimously however, it is recognized that FOSS is expanding rapidly in most IT infrastructures. The
well-known Linux Operating System and Apache (Web server) are the most often cited as fast growing
because of their recognized maturity and their technical qualities compared to their commercial equiva-
lents [52, 53].

Many large American corporations contribute
to the FOSS networks

In addition to the software developed by groups of volunteers, a substantial contribution to FOSS is made
available by large firms who wish to experiment with a different business model based on collaborative
development. Netscape has had one of the most famous success stories in adopting an openness strategy
that is described in this very interesting article [54]. IBM, Hewlett-Packard, Sun Microsystems, Novell
and Silicon Graphics are just a few of the better known IT leaders who host/contribute/sponsor/support a
large number of open source projects [55]. IBM made a formal commitment to speed Linux deployment
in the banking industry [56] and in government [57]. Dell Computer is also turning to FOSS and expects
it to be widely adopted [58].

Some USA government initiatives contribute to
FOSS

Government sponsoring of FOSS is not common, although some examples are reported in [5] including
the famous Security Enhanced Linux (SELinux) which can be downloaded directly from the National Se-
curity Agency (NSA) Web page [59]. In geomatics, the National Technology Alliance (NTA) has spon-
sored the impressive Open Source Prototype Research project which had a significant impact on geospa-
tial information organizations in the USA government [60] including the Department of Defense (DoD).
More recently, a mission-critical development with FOSS has been reported in IEEE Software [61] and
describes how FOSS has been used very efficiently in NASA JPL project.

Adopting a strong FOSS policy may be prob-
lematic for the American government since the
proprietary software industry strongly supports
the USA economy

The software business is estimated to $70B (US) [10] and so it is not surprising to see a vigorous reaction
from COTS editors against FOSS [62]. For example, the reference [15] is a Microsoft sponsored study
that is trying to counter the FOSS business case and a more formal article [63] gives the official Microsoft
perspective on FOSS. A well-balanced essay on the FOSS economy is proposed by David Adams in [64].
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10 FOSS in Canada

Canada appears to be behind the curve in
adopting FOSS, especially in the public sector

The lack of clear business cases and the underestimation of the strategic value of FOSS partly explain
this situation [65]. An excellent assessment of open source software in Canada was conducted by e-
Cology for Industry-Canada [40] in 2003. The report also presents the profile of 17 Canadian companies
involved in FOSS in varying degrees and offers an enlightening discussion of the revenue strategies that
these firms are utilizing to maximize the return on their investment.

A FOSS policy for the Government of Canada
has been recently endorsed

In June 2004, the Government of Canada announced a new position on FOSS. It is based on a bal-
anced approach to ensure that governmental policies and guidelines do not bias one software busi-
ness model over another (FOSS vs COTS vs custom development). Some government departments
will address a series of next steps to support the national policy on FOSS including: to review fed-
eral procurement practices to ensure a level playing field; to provide advices on software quality and
security best practices; to develop a strategy for property rights, patent protection and technology trans-
fer; to provide advice on licensing and other legal issues; etc. [66]. More information is available at
http://www.cio-dpi.gc.ca/fap-paf/oss-ll/oss-ll_e.asp.

Software development tools, Apache and Linux
are the dominant FOSS products in use in
Canada

At the time that this report was being written, the use of FOSS in Canada was mostly in software
development and in the back-office environment (i.e. servers and network management). It is expected
that this trend will remain dominant for the next 1-3 years [65]. Analysts often describe this phenomenon
as the horizontal market penetration of FOSS (i.e. one layer of service offered by FOSS).

Some more comprehensive initiatives can be
found in the education and health sectors

In British Columbia and Québec, vigorous FOSS projects attempt to integrate a complete software suite
for school and other educational uses [40, 67]. McMaster University and the Department of Family
Medicine are collaborating to Electronic Health Record (EHR) for family physicians [40]. Most analysts
consider that such vertical penetration of FOSS (i.e. through the multiple layers in a specific application
domain) is required to support a more widespread penetration of FOSS technology.
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11 FOSS and Software Security

Access to source code greatly eases security en-
forcement

When software is created, it has a level of quality that depends directly on the programmer’s compe-
tence, experience and professional methodology. To increase the reliability and security of code, it is
essential to use some complementary mechanisms such as peer review, testing, quality audits, alpha and
beta versioning etc. FOSS and proprietary software rely essentially on the same processes (probably at
similar levels) during the main development period. However, after the first public release, FOSS offers
the very significant advantage of keeping access to source code. This encourages more peer reviews,
testing, and quality audits by a much larger community of users/developers than what would be possible
with proprietary code. For closed source software, flaws and code defects are often discovered by some
subversive exploits which can lead to some destabilization in large corporations that rely on such COTS
packages (i.e. patch and repair). On the contrary, confidence in FOSS may be built faster and, poten-
tially, to a higher degree than with a proprietary equivalent [68, 69]. A myriad of statistics on software
vulnerabilities are available in Chapter 6 of reference [8] and they seem to confirm the general percep-
tion that open source software is often superior to proprietary code. Reference [70] gives a comparison
of the vulnerabilities contained in Red Hat Linux (160) and Windows NT (1200) that appears to be more
scientific but great care should be taken to avoid extrapolating this study beyond its original scope. In
short, FOSS is not intrinsically more secure than COTS software but the openness of source code makes
security enforcement more ubiquitous and less disruptive.
The dilemma on security through obscurity vs. openness was the subject of a heated debate in the cryp-
tographic community in the 80’s. The final decision was to make the cryptographic algorithms generally
available so as to provide for security assessment and validation by the widest scientific community
possible. Whitfield Diffie, the inventor of public key cryptography, and now chief security officer at
Sun Microsystems, has repeatedly said that “openness is essential for trust” in software as it was for
cryptographic protocols twenty years ago [71, 72]. “Sunshine kills bacteria” [68].

FOSS has three other key advantages Other advantages for FOSS include:

1. “Leaner and meaner” software systems than COTS equivalents that often suffer from feature bloat-
ing. Since they are smaller, open source systems are expected to provide fewer opportunities for
exploits.

2. Source code can be enriched with assertions, complementary safety checks etc.
3. Increased code diversity in the “software ecosystem” that could reduce the speed and the prolifera-

tion of cyber attacks.
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And some increased risks to manage FOSS is often perceived as a return to more reliance on internal resources for system development
and maintenance. For security enforcement, high-quality expertise is scarce and may often have to be
developed to adequately cope with the increased responsibilities that FOSS-based systems will require.
COTS software has a significant advantage over FOSS by virtue of the intrinsic imputability in the
commercial world (often greatly restricted by license agreements!). Access to source code can also be
an advantage to an attacker who can try to develop more elaborate attacks on the open source code [63].
Some authors are also concerned about potential infiltration into collaborative development projects
by malicious developers who could install backdoors or other undesirable functionalities [73]. At any
rate, neither COTS nor custom software are immune to malicious or programming defects that result
in information system vulnerabilities. FOSS proponents consider these threats to be exaggerated [74,
75, 76]. As noted later in this report, advantages and disadvantages can only be balanced in a specific
project context.
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12 Authors’ Synthesis

FOSS should not be considered as a panacea,
nor ignored as a marginal irrelevant phenom-
enon

All major forecasting firms predict that FOSS-based systems will continue to expand to the detriment
of their COTS equivalents. It seems obvious that the advantages greatly outweigh the disadvantages in
many application contexts. Many FOSS programs have achieved a level of maturity and of recognition
that raises them to a position of superiority over their commercial equivalents. With the migration of
many governments around the world, it is expected that FOSS quality and diversity will continue to
improve.

The intrinsic limitations of closed source soft-
ware may be too stringent for many GoC sys-
tems in the future

Even though the closed source strategy appears to be appropriate for the mass market (e.g. domes-
tic/personal uses with no/little programming skills), for military systems and government computing in
general, the access to source code and the adoption of open standards are obvious advantages. The need
for higher reliability/security, more flexibility/scalability, more competition in software supplies and,
finally, direct cost savings will always tend to justify considering FOSS in the next decade.

The R&D communities should demonstrate
leadership in FOSS adoption

It seems that the R&D community has an important responsibility to activate projects that could demon-
strate the strategic value of FOSS and that would help make clearer business cases for the GoC. One of
our prime responsibilities is to perform exploratory activities that could lead to a risk reduction in the
technological evolution of our respective department.
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Part II

Proposed Way-Ahead for GoC
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13 Guiding Principles for a Way-Ahead

FOSS offers a concrete and credible opportu-
nity for R&D communities

The business case for FOSS in Research and Development (R&D) projects was recently studied by some
research laboratories, including the National Aeronautics and Space Administration (NASA) Ames Re-
search Centre [77, 78], the National Nuclear Security Administration [79] and by a number of Univer-
sities [80]. These studies concluded that FOSS offers an attractive third option to the “build or buy”
dilemma, with clear advantages in terms of expertise development, creativity and productivity. In R&D
projects, the traditional disadvantages of FOSS (such as technical complexity of software development
and long-term maintenance) are less of an issue, since the technical expertise is typically available in
labs and many projects aim at building demonstration prototypes.

Diversity in supplies is preferable
(Custom Software vs. FOSS vs. COTS)

FOSS offers the flexibility of building a specialized system in an accelerated development process that
is at least as efficient as buying COTS components. For R&D projects, the use of FOSS can assure
a rapid development (i.e. code reuse and modification) of a high quality code (i.e. well debugged),
which will be very difficult to achieve through custom code developed from scratch. In some instances,
FOSS-based development is the only reasonable alternative when COTS products are not available (e.g.
High Performance Computing [79]) and when custom development is too expensive for the available
budget [61]. FOSS helps in avoiding lock-in to proprietary IT products and services and in reducing our
dependence on monopolistic technologies.

Open Standards and specifications contribute
directly to system interoperability

FOSS implements open standards and specifications that are shared among developers during the de-
sign, coding and testing processes. This is generally recognized as a strategic advantage in enforcing
interoperability policies between independently developed systems [81].

Evaluation of FOSS must be done on a case-
by-case basis

While very attractive in general, FOSS must be evaluated in the context of each project on a case-by-case
basis in order to determine if the advantages outweigh the disadvantages in practice. In the case of GoC,
special attention must be paid to the protection of classified technologies, the protection of intellectual
property and the selection of a license suitable for the specific activity. Some preliminary guidelines are
available in this document (Parts III & IV).
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14 Proposed Way-Ahead for GoC

Adopt FOSS progressively Adoption of FOSS development methods can have fundamental and far-reaching consequences on en-
gineering practices, especially if the objective is to contribute actively to an open source project. It is
recommended that experience be gained with FOSS as a passive user first, then to become progressively
more involved by reporting bugs, suggesting new features, and modifying existing code before engaging
in active development within a collaborative project. Figure 2 illustrates the evolution schema of a FOSS
user/developer.

Consider FOSS-based solutions in contractual
work when technically competitive with other
development strategies

GoC should consider FOSS solutions alongside proprietary ones in IT procurements especially in
large development contracts such as Technology Demonstration Project (TDP). According to Industry-
Canada [82], contracts are awarded on a value-for-money basis and no Public Works Government Ser-
vices Canada (PWGSC) rules restrict FOSS uses in federal government contracting and no Treasury
Board rules restrict FOSS use in our internal programs. The Canadian position on FOSS that has been
endorsed in June 2004 confirms that no barriers to procurement should be maintained.
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Part III

Catalogue of Selected FOSS that could be considered
in

GoC Projects
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15 Overview of Available FOSS

Of the tens of thousands FOSS projects, only
a few hundreds have achieved enough maturity
to be considered for inclusion within GoC sys-
tems

According to Spinellis and Szyperski [11], more than 115,000 open source projects were registered at
the main four open source forums (30,000 at http://www.freshmeat.net, 70,000 at http://www.
sourceforge.net, 5,400 at http://www.cpan.org and 10,000 ports distributed with FreeBSD). Note
that some projects are registered twice and many projects are inactive/dead. To select the best-of-breed
code, it is recommended that reference be made to credible lists of mature or secure FOSS such as
the ones that appear below. These lists provide navigation aids to help identify suitable FOSS for one
specific application, but should not be taken as an official government position, policy or decision about
the value of each specific software component.

MITRE has compiled a list of 115 FOSS appli-
cations that offer an excellent starting point for
identifying high-quality software

MITRE has focussed on “Generally Recognized As Safe” (GRAS) open source software. GRAS FOSS
requires that the software program be: (a) commercially supported, (b) widely used and accepted, (c)
have a proven track record for security and reliability. The complete list is available in [5] and is included
in our list proposed in Appendix A.

The “Generally Recognized As Mature”
(GRAM) is another interesting list of 39 FOSS

The GRAM list is maintained by David Wheeler, a professed computer security guru and is accessible
through [83].

The Software Development Magazine identifies
27 high-profile FOSS projects

Rosalyn Lum proposes a list of high-profile open source projects that she considers ready for primetime
in Software Development Magazine (March 2004) [84].

The Interchange of Data between
Administrations (IDA) migration guide
lists multiple FOSS of high quality

The Interchange of Data between Administrations (IDA) migration guidelines include a comparison of
many FOSS alternatives to COTS software including: operating systems, office suites, mail servers,
groupware, web services, document management and databases etc. [26]
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16 FOSS Relevant to GoC

Contributions to FOSS from large IT compa-
nies are among the best quality software avail-
able

Many large IT companies contribute massively to open source software. In [85], some 137 high-quality
FOSS has been identified from the following manufacturers: Sun Microsystems (28), Silicon Graphics
(15), Hewlett-Packard (33), Red Hat (2), AT&T (24) and IBM (35).

DRDC has prepared a more comprehensive
FOSS list that includes general purpose and
scientific software FOSS (approximately 392
FOSS)

Based on the lists introduced above and on independent research, a more comprehensive list was con-
structed by the authors. It offers guidance on the selection of scientific software programs in addition to
general purpose computing. Our objective was to give a more comprehensive picture of the richness and
diversity of currently available software.

Appendix A provides navigation aids to help
identify suitable FOSS

In Appendix A, the reader will find a list of representative free and open source software at the time
this study was conducted (winter 2004). This list could facilitate the identification of candidate products
for evaluation within the GoC. Many of them have been used in the past in some DRDC projects but
no systematic testing or rigorous evaluation has been carried out on the FOSS listed below. Therefore
they should not be considered as “government approved” or officially recommended by the GoC. It
is strongly recommended that each software component be assessed before its integration. A rigorous
methodology is proposed in Part IV.
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Part IV

GoC Guidelines to Assess FOSS
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17 Guideline Principles

FOSS and COTS software should be evaluated
side by side

The process to evaluate FOSS or COTS software is essentially the same and a side-by-side comparison
remains the best approach to identify the pros/cons of each option [86, 87, 38]. The evaluation process
can vary a lot in duration and in technical depth depending on the application context and the project
requirements.

Advantages / disadvantages should be com-
pared in each specific project context

It is to be noted that most COTS packages are designed for a very broad client spectrum and typically
include a huge diversity of functionalities and potential configurations. On the other hand, FOSS tends to
be more specialized since it is often designed to meet the requirements of a specific user community. A
direct comparison of both types of software against a well-defined application context is recommended
to determine the best option. In short, the main evaluation steps include:

1. Understand the requirements and the application context.
2. Prioritize the selection criteria.
3. Identify COTS and FOSS candidates.
4. Compare the best candidate options.
5. Analyze the best products in depth (e.g. performance, security audit, cost), if needed.
6. Seek approval from local management and from the project client.
7. Document lessons learned.

Special attention must be paid to the license
model

At this time, it does not seem appropriate for GoC to select one license model and to impose it on all
projects. It seems preferable to identify the most suitable license model in the context of each project
including due consideration of:

1. Intellectual Property (IP) protection,
2. National and international partnership constraints,
3. and client preferences.
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18 Recommended Evaluation Steps

Step #1 - Define the application context 1.1. Clarify objectives and client expectations.
1.2. Document project constraints such as classification level, partners’ demands, compatibility with

development/execution environment, compatibility with legacy systems and existing information
formats, mandatory standards to comply to, etc.

1.3. Prioritize evaluation criteria to compare software including functionality, cost, required sup-
port/maintenance, reliability, security, performance, flexibility, scalability, user-friendliness, le-
gal/license issues and other issues specific to the applications.

1.4. Estimate internal (and external) resources available to the project (including money, time and tech-
nical expertise which may be more demanding for FOSS development).

1.5. Seek support from an experienced colleague that would ‘mentor’ the evaluation process and help in
avoiding pitfalls.

Step #2 - Identify candidates 2.1. Look in Appendix A of this report for your application domain.
2.2. Perform complementary search on the Internet, including specialized sites: http://www.

sourceforge.net, http://www.gnu.org/directory, http://www.freshmeat.net, http://
www.debian.org, http://www.savannah.gnu.org, http://www.icewalkers.com, http://
www.cpan.org.

2.3. Gather technical reviews and product comparisons.

Step #3 - Compare the best 3-4 options side by
side

3.1. Consult existing lists of ‘reliable’ FOSS such as the Generally Recognized As Safe (GRAS), Gen-
erally Recognized As Mature (GRAM), and IDA.

3.2. Read/assess technical product reviews (COTS and FOSS). Remain vigilant concerning excessively
biased evaluations (encountered for both COTS and FOSS!)

3.3. Consider compatibility of the software with existing libraries and your development and execution
environments.

3.4. Assess maturity and technical risk through “download counts” (and other popularity measures),
product longevity (often revealing maturity) and market penetration.

3.5. Summarize your findings in a spreadsheet that includes your criteria as prioritized in Step 1.3 FOSS
evaluation spreadsheets.
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Step #4 - If appropriate, perform an in-depth
code analysis

4.1. If time permits, download evaluation versions to confirm performance, compatibility, user-
friendliness etc.

4.2. Clarify details with suppliers/developers.
4.3. Evaluate licenses and seek advice from your local Business Development Service (BDS) for IP

protection if needed.
4.4. If appropriate, perform detailed code analysis with software analysis tools to detect flaws and other

types of defects. See [88].
4.5. If appropriate, evaluate the feasibility of adding new functions.

Step #5 - Seek approval from client and local
management

5.1. Even if software packages are used unchanged (no code development), it is recommended to inform
your local management (and possibly the project client) of the use of FOSS.

5.2. If FOSS is used to build a research prototype involving substantial code development, seek approval
from your local management and project client (if any). See advice on “Licenses in GoC software
development” below.

5.3. If a GoC development is considered for distribution in one of the FOSS networks, estimate the
additional effort required to clean up the code, to improve the documentation and to support the
community in a timely fashion once released in one of the FOSS networks. Seek approval from
your local management and project client (if any). See advice on “Licenses in GoC software devel-
opment” below.

5.4. If a GoC development project is to be carried out in a collaborative open source paradigm, it could
be necessary to build a comprehensive business case to justify this approach. Seek approval from
your from local management and project client (if any). See advice on “Licenses in GoC soft-
ware development” below. Guidance can be found on the FSF web site and in this book by Jan
Sandred [89].

Step #6 - Document lessons learned 6.1. Summarize lessons learned from your evaluation in a brief tech note to share your experience with
GoC communities.

6.2. Keep track of FOSS usage and of the changes made to the original software by a rigorous soft-
ware revision control throughout the development process. The revision control data must remain
available to the Crown after the development has finished. Without a complete history of the code
development in a software revision control system, the new code may fall under other license models
such as the GPL by default.
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19 Licenses in GoC Software Developments

Licenses can be grouped into two main cate-
gories

A detailed analysis of FOSS licenses goes beyond the scope of this document. For the purposes of this
report, it is sufficient to say that the multiple licenses currently registered at the OSI (roughly 48) can be
classified into two main categories: (1) those inspired by the GPL, which demand that all complementary
code developments be integrated with open source code only and published under a GPL-compatible
license (e.g. LGPL, Zope etc.); (2) those which allow a combination of FOSS with proprietary code
(e.g. Berkeley Software Distribution (BSD), Mozilla etc.) [90].

The end-user usually prefers the GPL strategy MITRE looked at the various licenses from the perspective of the end-user (the USA DoD in this in-
stance) and they concluded that the GPL license is the best one by virtue of the diversity of source code
and the ‘total’ visibility of implementations. This guarantees faster and more autonomous responses to
cyber threats [5]. It is expected that the most end-users will also prefer the GPL model.

Research establishments typically prefer BSD
or Mozilla models

Alternatives to the “rather strict GPL licensing” were developed to accommodate organizations, which
need to integrate open source software with some proprietary components. This is the case of many
research organizations that want to protect their innovative IP while demonstrating it efficiently with
a FOSS-based prototype. NASA compared the various licenses and selected the Mozilla model in
2002 [77] and they are currently moving toward the development of their own license [78] inspired
by this licensing model. The Canadian National Research Council (NRC) analysis concludes that BSD
and Academic Free License (AFL) licenses are often the two most appropriate license models for them
[91]. Gartner believes that licenses inspired by BSD and Mozilla will increase in popularity since they
offer more flexibility [4]. Given the complexity of license selection and the multiple options available,
researchers should obtain assistance from their local BDS when in doubt concerning legal implications.
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The legal background is currently challenged It can be observed that companies whose business model of proprietary software is somewhat on a
collision course with FOSS are not fighting back solely on technical grounds but also use legal weapons
as well as Fear, Uncertainty, and Doubt (FUD). The developer of FOSS who is targeting substantial
deployment of his/her work should be well aware of the legal pitfalls and issues which might occur as a
result of events which are occurring in the software community, some of them viewed as clearly abusive
by various observers [92]. Examples include the current legal battles between Santa Cruz Operation
(SCO) and IBM. To keep track and be better aware of such undercurrents, see for instance http://

www.groklaw.net, http://www.osriskmanagement.com, and http://www.pubpat.org. The Open
Source Development Labs http://www.osdl.org, home to Linus Torvalds, the creator of Linux, is also
a good source of information on issues and current news related to intellectual property management
and FOSS. Monitoring of this “legal war” between the commercial world and FOSS communities is
recommended in GoC for the next 24 months at least.

Many good references on FOSS licenses can be
found on the internet

The reality of the various licenses is much more complex than the overview presented above. A com-
plementary study is being initiated by the Departments of Justice and Industry to provide legal opinions
on licensing , property rights, technology transfers and other legal issues. Therefore, it is expected
that more precise guidelines on FOSS licensing will be available soon. For readers interested in more
comprehensive license comparison, we recommend the following references:

• Free Software Foundation - GPL “school of thoughts” (rather idealistic) [84] .
• Open Source Initiative - multiple license models (some more pragmatic) [1].
• European guide to choosing free software licenses [93].
• Detailed analysis of FOSS licenses [94].
• Comparison of FOSS licenses from USA DoD perspective [5].
• Comparison of FOSS licenses from a developer perspective (i.e. NASA) [77].
• Good overview of FOSS licenses [95].
• A practical look at FOSS integration into commercial products [96].
• A rather theoretical look at licenses, giving interesting trends [97].
• GPL copylefting vs. non-copylefting licenses [98].
• Complementary norms and legal tactics to FOSS licensing (good!) [6].
• A review of software patents issues [99, 9].
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20 Migration to FOSS

In some projects, a complete migration to
FOSS may be envisaged

In some cases, it could be appropriate to consider the complete migration of a GoC project to open
source software. Even if many recent experiences have been very successful at NASA [61], in health
care [100], in industry [96, 101], and in some universities [102] , it must be understood that the FOSS
collaborative process is a new development paradigm that involves significant cultural changes. The
South African Government recommends in [45] the VCS model (i.e. demonstrating Value–building
Capacity–mobilizing Support) that appears to be a great conceptual framework for FOSS migration
studies. Hewlett-Packard has defined an innovative software engineering paradigm for large corpora-
tions, called Progressive Open Source, that appears to be very well done [103]. More about the cultural
changes can be found in the following references:

• Performance of scientific applications on Linux clusters [104].
• Back-office migration supports anti-terrorism (in OSO) [105].
• Software requirement understanding with FOSS [106].
• FOSS configuration management [107].
• Linux in government - white paper [57].
• Good summary article on Linux market penetration [108].
• Desktop Linux technology and market overview [52].
• IDC white paper on Linux Total Cost of Ownership (TCO) (IBM sponsored) [109].
• IDC white paper on expanding Linux in enterprise (IBM sponsored) [110].
• IDC white paper on accelerating Linux adoption (IBM sponsored) [111].
• Bloor Research assessment of Linux maturity [112].
• Impact of FOSS adoption in government [113].
• Perceived benefits of FOSS in public sector [114].
• The growing popularity of Linux on Wall Street [115].
• Gartner recommendation to use FOSS in government [116].
• Excellent migration guide from QinetiQ (UK) [117].
• Very detailed migration guidelines from IDA [26].
• Another very impressive migration guide from the German Ministry of the Interior [27].
• Free/Libre and Open Source Software (FLOSS): Survey and Study [28].
• FOSS in European firms and public institutions [29].
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• Commercial motivations and policy implications [30].
• Policy within the European Union [31].
• FOSS markets and business methods [32].
• Survey of developers of FOSS [33].
• Software source code survey [35].

Multiple tools exist to perform cost analysis Many cost models have been developed for software systems. Some are rather simple and easy to use
and could be appropriate for small projects of partial migration to FOSS technology:

• Notes on a cost comparison spreadsheet [118].
• Cost Comparison Spreadsheet: A cost comparison model.
• A basic introduction to FOSS with cost estimation [119].
• TCO for Linux in the Enterprise [120].
• A collection of statistics on TCO in chapter 7 [8].

Scientists leading a major project or considering a comprehensive migration to FOSS could prefer more
complex cost models such as:

• A top view article from Gartner which leads to TCO analyses [121].
• MITRE study on FOSS business case (see chapter 3) [122].
• A Forrester report on total economic impact of Microsoft vs. Linux/Java 2 Enterprise Edition

(J2EE) [23].
• Linux vs Windows TCO comparison [123].
• Danish desktop evaluation model for FOSS migration [124].
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Glossary of Relevant Terms

(Excerpt from[45])

Commercial software A software program is commercial if it is developed as a business activity. Commercial software can be free or non-free,
depending on its license. Likewise, a program developed by a school or an individual can be free or non-free, depending on its license. The
two questions, “what sort of entity developed the program?” and “what freedom do its users have?”, are independent. ‘Commercial’ and
‘proprietary’ are not synonymous — most commercial software is proprietary, but there is commercial free software, and there is also non-
commercial non-free software.

Compatibility The term compatibility, in the software context, is closely related to interoperability. A product is compatible with a standard but
interoperable with other products that meet the same standard (or achieve interoperability through a broker).

Copylefted software Copyleft (as opposed to ‘copyright’) is the idea and the specific stipulation when distributing software, that the user will be able
to copy it freely, examine and modify the source code, and redistribute the software to others (free or priced) as long as the redistributed software
is also passed along with the copyleft stipulation. The term was originated by Richard Stallman and the Free Software Foundation (FSF).
Copylefted software is free software whose distribution terms do not allow re-distributors to add any additional restrictions when they redistribute
or modify the software. This means that every copy of the software, even if it has been modified, must be free software. Copyleft is a general
concept; to actually copyleft a program, you need to use a specific set of distribution terms (see reference below). Reference: The FSF definition
of Copyleft: http://www.gnu.org/copyleft/copyleft.html

Free Software (FS) Free Software (FS) is software that comes with permission for anyone to use, copy, and distribute, either verbatim or with
modifications, either gratis or for a fee. In particular, this means that the source code must be available. “Free software” is a matter of liberty,
not price. Within this context, ‘free’ should be understood as in “free speech”, not as in “free beer”. Free software deals with the users’ freedom
to run, copy, distribute, study, change and improve the software. More precisely, it refers to four kinds of freedom for the users of the software:

• Freedom 0 - The freedom to run the program, for any purpose.
• Freedom 1 - The freedom to study how the program works, and adapt it to your needs - access to the source code is a precondition for this.
• Freedom 2 - The freedom to redistribute copies so you can help your neighbour.
• Freedom 3 - The freedom to improve the program, and release your improvements to the public, so that the whole community benefits -

access to the source code is a precondition for this.

Reference:

The FSF definition of Free Software: http://www.gnu.org/philosophy/free-sw.html
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Free Software vs. Open Source There is significant disagreement in the software community about these two (largely synonymous) concepts - to
some extent, the Free Software movement and the Open Source movement are like two political camps within the free software community. The
official definition of “open source software”, as published by the Open Source Initiative, is very close to the definition of “free software” used
by the Free Software Foundation, though it is a little ‘looser’ in some respects. We won’t go further into this debate, except to acknowledge it
as a contentious issue. More information is available at: http://www.gnu.org/philosophy/free-software-forfreedom.html.

Freeware The term ‘freeware’ has no clear accepted definition, but it is commonly used for software packages that permit redistribution but not
modification (and their source code is not available). Freeware is offered at no cost, but it is typically copyrighted so that you can’t incorporate
its programming into anything you may be developing.

Interoperability Institute of Electrical and Electronics Engineers (IEEE) defines interoperability as the ability of two or more systems or components
to exchange information and to use the information that has been exchanged. Interoperability is the ability of a system or a product to work
with other systems or products without special effort on the part of the customer. The term is widely used in product marketing descriptions.
Products achieve interoperability with other products using either or both of two approaches:

• By adhering to published interface standards
• By making use of a ‘broker’ of services that can convert one product’s interface into another product’s interface “on the fly”

A good example of the first approach is the set of standards that have been developed for the World Wide Web. These standards include TCP/IP,
HTTP, and HTML. The second kind of interoperability approach is exemplified by the Common Object Request Broker Architecture (CORBA)
and its Object Request Broker (ORB).

Liteware Liteware is a term for software that is distributed freely in a version having less capability than the full for-sale version. It is usually
designed to provide a potential customer with a sample of the ‘look-and-feel’ of a product and a subset of its full capability. Liteware can
be considered a type of shareware (where shareware also includes products distributed freely, usually on a trial basis, that do not have full
capability).

Open Source Software (OSS) In general, Open Source Software (OSS) refers to any program whose source code is made available for use or
modification as users or other developers see fit. Open source software is usually developed as a public collaboration and made freely available.
In a stricter sense, OSS refers to software that complies with the “Open Source Definition”.

Open Standards Open Standards are characterized by the fact that the specifications on which they are based are owned by a vendor-neutral
organization rather than by the original developers. Anyone is free to build software according to the specifications without infringement of
intellectual property rights, though typically there are several freely available implementations (commercial or Open Source). Their real virtue
is that they have been adopted by the industry and are “future proof”. An open standard is more than just a specification. The principles behind
the standard, and the practice of offering and operating the standard, are what make the standard ‘open’:

Availability Open standards are available for all to read and implement.
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Maximize End-User Choice Open standards create a fair, competitive market for implementations of the standard. They do not lock the
customer into a particular vendor or group.

No Royalty Open standards are free for all to implement, with no royalty or fee. Certification of compliance by the standards organization may
involve a fee.

No Discrimination Open standards and the organizations that administer them do not favour one implementer over another for any reason
other than the technical standards compliance of a vendor’s implementation. Certification organizations must provide a path for low and
zero-cost implementations to be validated, but may also provide enhanced certification services.

Extension or Subset Implementation of open standards may be extended, or offered in subset form. However, certification organizations may
decline to certify subset implementations, and may place requirements on extensions (see Predatory Practices).

Predatory Practices Open standards may employ license terms that protect against subversion of the standard by embrace-and-extend tactics.
The licenses attached to the standard may require the publication of reference information for extensions, and a license for all others to
create, distribute, and sell software that is compatible with the extensions. An open standard may not otherwise prohibit extensions.

An important aim of adhering to open standards is to achieve and promote interoperability.
A second set of open standards is typically created by a consortium of industry leaders (institutions or individuals) that determined that there

is a general requirement for a specific standard. It is also important to note the influence of general acceptance of open standards. If a
standard is not widely adopted, its development will probably stop and it will end up supporting only a very limited number of proprietary
products’ interaction.

Reference: Principles and Practice of Open Standards: http://perens.com/OpenStandards/Definition.html

OSI The Open Source Definition Open Source is a software certification mark owned by the Open Source Initiative (OSI). Developers of software
that is intended to be freely shared, possibly improved, and redistributed by others can use the Open Source trademark provided that their
distribution terms conform to the OSI’s Open Source Definition. To summarize, the Definition model of distribution terms require that:

• The software being distributed must be redistributed to anyone else without any restriction
• The source code must be made available (so that the receiving party will be able to improve or modify it)
• The license can require improved versions of the software to carry a different name or version from the original software

Reference: The OSI definition of Open Source: http://www.opensource.org/docs/definition_plain.php

Postcardware Postcardware is freeware (no-charge software that is freely shared) that requires only that the user send the software provider a
postcard as a form of payment. The idea is to humanize the transaction, to remind the user that someone else shared something freely, and to
remind the provider that someone is actually using the creation.

Proprietary Software Proprietary software describes software that is owned exclusively by a single company that carefully guards knowledge about
the technology used and the software’s inner workings. Some proprietary products can only function properly, if at all, when used with other
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products owned by the same company. Proprietary software is software that is not free or semi-free. Its use, redistribution or modification is
prohibited, or is restricted so much that you effectively cannot do it freely.

Public domain software Programs that are uncopyrighted, because their authors intended to share them with everyone else, are in the public domain.
The Unix community has developed a number of such programs over the years. Programs in the public domain can be used without restriction
as components of other programs. The simplest way to make a program free is to put it in the public domain, uncopyrighted. This allows people
to share the program and their improvements, if they are so minded. However, it also allows people to convert the program into proprietary
software. They can make changes, many or few, and distribute the result as a proprietary product, thus removing the freedom that the original
author provided. Public domain software is software that is not copyrighted. If the source code is in the public domain, it is a special case of
non-copylefted free software, which means that some copies or modified versions may not be free at all. In some cases, an executable program
can be in the public domain but the source code is not available. This is not free software, because free software requires accessibility of source
code.

Semi-free software Semi-free software is software that is not free, but comes with permission for individuals to use, copy, modify and distribute
(including distribution of modified versions) for non-profit purposes. Pretty Good Privacy (PGP) is an example of a semi-free program.

Shareware Shareware is software that is distributed free on a trial basis with the understanding that the user may need or want to pay for it later.
Some software developers offer a shareware version of their program with a built-in expiration date (e.g. after 30 days, the user can no longer
get access to the program). Other shareware (sometimes called liteware) is offered with certain capabilities disabled as an enticement to buy the
complete version of the program. Shareware comes with permission for people to redistribute copies, but no-one who continues to use a copy is
required to pay a license fee. Shareware is not free, or even semi-free software, for two reasons:

• For most shareware, source code is not available; thus, you cannot modify the program in any way.
• Shareware does not come with permission to make a copy and install it without paying a license fee, not even for individuals engaging in

non-profit activities. (In practice, people often disregard the distribution terms and do this anyway, but the terms do not permit it).
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